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// COS30008, Problem Set 4, 2023

#pragma once

#include <vector>

#include <optional>

#include <algorithm>

template<typename T, typename P>

class PriorityQueue

{

private:

struct Pair

{

P priority;

T payload;

Pair( const P& aPriority, const T& aPayload ) :

priority(aPriority),

payload(aPayload)

{}

};

std::vector<Pair> fHeap;

/\*

In the array representation, if we are starting to count indices from 0,

the children of the i-th node are stored in the positions (2 \* i) + 1 and

2 \* (i + 1), while the parent of node i is at index (i - 1) / 2 (except

for the root, which has no parent).

\*/

void bubbleUp( size\_t aIndex ) noexcept

{

if ( aIndex > 0 )

{

Pair lCurrent = fHeap[aIndex];

do

{

size\_t lParentIndex = (aIndex - 1) / 2;

if ( fHeap[lParentIndex].priority < lCurrent.priority )

{

fHeap[aIndex] = fHeap[lParentIndex];

aIndex = lParentIndex;

}

else

{

break;

}

} while (aIndex > 0);

fHeap[aIndex] = lCurrent;

}

}

void pushDown( size\_t aIndex = 0 ) noexcept

{

if ( fHeap.size() > 1 )

{

size\_t lFirstLeafIndex = ((fHeap.size() - 2) / 2) + 1;

if ( aIndex < lFirstLeafIndex )

{

Pair lCurrent = fHeap[aIndex];

do

{

size\_t lChildIndex = (2 \* aIndex) + 1;

size\_t lRight = 2 \* (aIndex + 1);

if ( lRight < fHeap.size() && fHeap[lChildIndex].priority < fHeap[lRight].priority )

{

lChildIndex = lRight;

}

if ( fHeap[lChildIndex].priority > lCurrent.priority )

{

fHeap[aIndex] = fHeap[lChildIndex];

aIndex = lChildIndex;

}

else

{

break;

}

} while ( aIndex < lFirstLeafIndex );

fHeap[aIndex] = lCurrent;

}

}

}

public:

size\_t size() const noexcept

{

return fHeap.size(); //return size of the fHeap

}

std::optional<T> front() noexcept

{

if (fHeap.empty()) { //Check if fHeap is empty

return std::optional<T>(); //return no value wrapped in optional

}

Pair lEaf = fHeap.back(); /\*get the back element of fHeap\*/

fHeap.erase(fHeap.end()-1); //erase the last element

if (!fHeap.empty())

{

std::swap(fHeap[0], lEaf); /\*exchange the first item with

the last item and call pushdown \*/

pushDown();

}

return std::optional<T>(lEaf.payload);

}

void insert(const T& aPayload, const P& aPriority) noexcept

{

fHeap.push\_back(Pair(aPriority,aPayload)); //add new element given priority value

bubbleUp(fHeap.size() - 1); // move to new last element

}

void update(const T& aPayload, const P& aNewPriority) noexcept

{

auto fPchk = [&aPayload](const Pair& pair) // lambda function to compare aPayload with the payload of each pair in fHeap

{

return pair.payload == aPayload; //returns bool

};

auto fupit = std::find\_if(fHeap.begin(), fHeap.end(), fPchk); //iterates over the fHeap till fPchk returns true and returns that element to fupit

if (fupit != fHeap.end()) //Checks that a match was found

{

P lprevious = fupit->priority; /\*saving the oldpriority and

and setting new priority\*/

fupit->priority = aNewPriority;

size\_t index = std::distance(fHeap.begin(), fupit); //get the index

if (aNewPriority > lprevious) //checks if new priority is greater than previous one

{

bubbleUp(index);

}

else

{

pushDown(index);

}

}

}

};